PyCombinator Interpreter

Download lab package, source of PyCombinator Interpreter 。 Follow the steps below to warm up before lab exercise.

# 0: read-eval-print

Read repl.py, try to remain yourself of how interpreter works. You can start the interpreter by running following cmd:

|  |  |  |
| --- | --- | --- |
| python |  | repl.py |
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Since our code is incomplete, the interpreter is still unusable. But once the exercises are done, your interpreter should be able to read cmd and print answer as follow:

> add(3, 4)

7

> mul(4, 5)

20

> sub(2, 3)

-1

* (lambda: 4)()

4

* (lambda x, y: add(y, x))(3, 5) 8
* (lambda x: lambda y: mul(x, y))(3)(4) 12
* (lambda f: f(0))(lambda x: pow(2, x)) 1

# 1: read

Read reader.py, especially function **read**(s). Try to solve ” running in IDE or cmd shell.

your answer ” before

**>>>** read**(**'sdhkahd'**)**

Name('sdhkahd')

**>>>** read**(**'3'**)**

Literal(3)

**>>>** read**(**'lambda f: f(0)'**)**

LambdaExpr(['f'], CallExpr(Name('f'), [Literal(0)]))

**>>>** read**(**'(lambda x: x)(5)'**)**

CallExpr(LambdaExpr(['x'], Name('x')), [Literal(5)])

**>>>** read**(**'(lambda: 5)()'**)**

CallExpr(LambdaExpr([], Literal(5)), [])

**>>>** read**(**'lambda x y: 10'**)**

SyntaxError: expected ':' but got 'y'

**>>>** read**(**'lambda x : lambda y : 10'**)**

LambdaExpr(['x'], LambdaExpr(['y'], Literal(10)))

**>>>** read**(**' '**)**

![](data:image/png;base64,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)Then Use Ok to test your understanding of the reader.

python ok -q prologue\_reader -u

# 2: eval & print
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python3 ok -q prologue\_expr -u

Now the warm up is over! It is required that you should complete following exercises by modifying only expr.py. Submit to [**sicp@foxmail.com**](mailto:sicp@foxmail.com) if accomplish. Due by **12/10.**

# Exercise 1: Evaluating Names

The first type of PyCombinator expression that we want to evaluate are names. In our program, a name is an instance of the Name class. Each instance has a string attribute which is the name of the variable -- e.g. "x".

Recall that the value of a name depends on the current environment. In our implementation, an environment is represented by a dictionary that maps variable names (strings) to their values (instances of the Value class).

The method Name.eval takes in the current environment as the parameter env and returns the value bound to the Name's string in this environment. Implement it as follows:

* If the name exists in the current environment, look it up and return the value it is bound to.
* If the name does not exist in the current environment, raise a NameError with an appropriate error message:

raise NameError('your error message here (a string)')

You are required to fill in the code of expr.py – class Name – **def eval(self, env).**

# Exercise 2: Evaluating Call Expressions

Now, let's add logic for evaluating call expressions, such as add(2, 3). Remember that a call expression consists of an operator and 0 or more operands.

In our implementation, a call expression is represented as a CallExpr instance. Each instance of the CallExpr class has the attributes operator and operands. operator is an instance

of Expr, and, since a call expression can have multiple operands, operands is a *list* of Expr instances.

For example, in the CallExpr instance representing add(3, 4):

* self.operator would be Name('add')
* self.operands would be the list [Literal(3), Literal(4)]

In CallExpr.eval, implement the three steps to evaluate a call expression:

1. Evaluate the *operator* in the current environment.
2. Evaluate the *operand(s)* in the current environment.
3. Apply the value of the operator, a function, to the value(s) of the operand(s).

|  |
| --- |
| **Hint:** Since the operator and operands are all instances of Expr, you can evaluate them by calling |
| their eval methods. Also, you can apply a function (an instance |
| of PrimitiveFunction or LambdaFunction) by calling its apply method, which takes in a list |
| of arguments (Value instances). |

You are required to fill in the code of expr.py – class CallExpr – **def eval(self, env).**

# Exercise 3: Applying Lambda Functions

We can do some basic math now, but it would be a bit more fun if we could also call our own user- defined functions. So let's make sure that we can do that!

A lambda function is represented as an instance of the LambdaFunction class. If you look in LambdaFunction. init , you will see that each lambda function has three instance attributes: parameters, body and parent. As an example, consider the lambda

function lambda f, x: f(x). For the corresponding LambdaFunction instance, we would have the following attributes:

* parameters -- a list of strings, e.g. ['f', 'x']
* body -- an Expr, e.g. CallExpr(Name('f'), [Name('x')])
* parent -- the parent environment in which we want to look up our variables. Notice that this is the environment the lambda function was defined in. LambdaFunctions are created in the LambdaExpr.eval method, and the current environment then becomes this LambdaFunction's parent environment.

If you try entering a lambda expression into your interpreter now, you should see that it outputs a lambda function. However, if you try to call a lambda function, e.g. (lambda x: x)(3) it will output None.

You are now going to implement the LambdaFunction.apply method so that we can call our lambda functions! This function takes a list arguments which contains the argument Values that are passed to the function. When evaluating the lambda function, you will want to make sure that the lambda function's formal parameters are correctly bound to the arguments it is passed. To do this, you will have to modify the environment you evaluate the function body in.

There are three steps to applying a LambdaFunction:

1. Make a copy of the parent environment. You can make a copy of a dictionary d with d.copy().
2. Update the copy with the parameters of the LambdaFunction and the arguments passed into the method.
3. Evaluate the body using the newly created environment.

You are required to fill in the code of expr.py – class CallExpr – **def LambdaExpr(self, env).**

# Check your answer

Check if your interpreter can run as shown in **0:read-eval-print**
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If so, submit your code(only expr.py) to [sicp@foxmail.com](mailto:sicp@foxmail.com) with title: **lab08\_学号\_姓名**. Due by 12/10.